UML class diagrams in Confluence using Graphviz and DOT

By [Peter Hilton](http://blog.lunatech.com/author/peter-hilton) on 27 April 2007  [Confluence](http://blog.lunatech.com/tags/confluence)  [wiki](http://blog.lunatech.com/tags/wiki)

One of the benefits of using Confluence for our intranet wiki is the popularity of its plug-in architecture. One plug-in that has turned out to be unexpectedly useful is the Graphviz plug-in, which provides a quick and easy way to draw UML class diagrams without getting sucked into endlessly tweaking the diagram. This article shows you how.

This is actually very important for agile software development, when you keeping to a useful minimum amount of documentation lets you put more energy into producing working code. As I explained in an earlier article on [using a wiki for project documentation](http://blog.lunatech.com/2006/12/04/wiki-wordprocessing), keeping design documentation in a collaborative on-line environment like a wiki makes it far more useful than it would be on paper, which is why print-oriented tools are not appropriate. The same applies to the diagrams; vector drawing programs are overkill for design diagrams, where the ease of making changes and publishing the results is more important than fine control over high-resolution output.

The Flowchart Macro

Atlassian [Confluence](http://www.atlassian.com/software/confluence/) comes with a [Flowchart Macro](http://confluence.atlassian.com/display/CONF20/Flowchart+Macro), which uses [Graphviz](http://graphviz.org/) to generate diagrams from a code representation in the DOT language. The [DOT reference](http://graphviz.org/doc/info/lang.html) is sparse and lacks examples, so you are better off with the other[Graphviz documentation](http://www.graphviz.org/Documentation.php), which includes a DOT tutorial in PDF format, and a new [Node, Edge and Graph Attributes](http://www.graphviz.org/doc/schema/attributes.xml) schema reference.

Here is a simple example to start with.

![Simple diagram](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFMAAACbBAMAAADsJ7rqAAAAIVBMVEX+//8/Pzefnovf3sN/f29fX1O/vqcfHxv//t8AAAD///9E2mWOAAAAAXRSTlMAQObYZgAAAL5JREFUWIXt2DEKwkAQheHcQZC0drmBWFqIF8gdcgBBbJPGWAuSSWWbnNKFlBnxDzER4nv1x+7sbrHDRC3NM1ouNZC6o1X5OaKi/0WvF0yzM6bpAdPTltIizhNI86SIId2Z3SENh0ohDVeVQepGVFR0OB3QD/RT84ZEVFRUVHSRtPsmvk2bQGEB09DWK3U8bZz9Z6XvH1bzAVHREdRsRWlVHjm9cbrntT74qptJasU3YLam1IuoqOjM8wEvv6cvDgYJih6kq2wAAAAASUVORK5CYII=)

{flowchart}

A -> B

{flowchart}

Technically this a directed graph, with nodes A and B, and on directed edge. The simplicity of the DOT language, if you are a programmer at least, means that drawing diagrams with DOT has the same feel as composing rich text documents using wiki syntax. Crucially, Graphviz does the graph layout automatically, which leaves you free to focus on the content.

This syntax defines a single edge from A to B. The two nodes do not have to be declared previously.

Basic UML

UML diagrams need different arrows to the flowchart macro's defaults. First, we simply remove the arrows.

![Arrows removed](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMgAAACbBAMAAADVbMn0AAAAIVBMVEX+//8/Pzff3sNfX1O/vqefnosfHxt/f2///t8AAAD///+Rr/psAAAAAXRSTlMAQObYZgAAAt5JREFUaIHt2s1u2kAQB/C8QlFRlGOIhNxrq6rOMRfEEzT0ikKCj6gSIlcb8OwRUGE3b0Cesru2CQjvx4AMWtrZyJKxx/vz/r0Qy/LV+xnaFSH/LbIW2Pa2cyD6IJEjgG27CMcexAghhBBCCCHkpIi+CwTCrAgTYuc4JKLpcruJa5BjRqJBSn3sI6vnx+c2rKJQFtwv4i5Mg1R+GC7MyJ+oBsnylQ25qlRroOrlZlYks48sJotJH2aNa+Bp7Xb0Ax5gEHxLa0loRBbBAAaNG/ZVVWZroOrVZt1I5DWZw1zumkMT+DSI+034Dl1oqlUjMpdLF76wQFVma6Dq1WZDXLz4kwXyI086fZD3TdspoUF4vshyWZmvqXruQj5GMv4cynOTZ2a58LwYCajKzUgAnMjHNYFPbZn0XVqLzddE9ZZdCVW5uSZxyLMktdckRzazC6AFkEZ1GM46ViSfU6qymF2zjtr8Wp5dpfkt2+PeHuM3vgnm5kK6OCSR+R6NiA4OmUThwYi5XeJPPSGEEEIIIf8Wco7nXba2tu9GlvmAvL859qOqvEBQebmKvEBQeblq/EAQeTlL3I/R3UNxVniCOMNwB+oJ4kzDnScCcZwpYvr5gjjyQHxbvUGsgWB+Qb1BrIlgfkD9QSyRoP6p+YNYMkHdaOAQ4/ni7ss8Qoyp4G7LkIjhjJF3sT4hhlxwafmFaINBpoV/fUF30siBeIZoosGm5RmiyQablm9IKRx0Wr4hpXTQaXmHrK0fLwnZyweflifIoc/BjkIwT+gIIYQQQgghxE9kZwOrFhnf9HYQVhAVI632XQmpfCR1uSQihDQa8XFPCLgVtcpHol6TGTSu5RLyn23Z+RP8rhzhGaRe4ILVU9759CQjKV6nWo5U5w9CVI7UtyOZv6jOewE7yezaXJPmiAXQi+8rR8ZRL5tdyfOIxy+pgNbyV+WIvRFCCCGEEEIIIZeHnOV5VxWNkIPaXzmrEuALO+ZUAAAAAElFTkSuQmCC)

{flowchart}

edge [arrowhead="none"];

Employee -> Cocktail

Ingredient -> Cocktail

{flowchart}

This syntax uses the *edge* keyword to set default attributes for all edges, where*arrowhead* is one of the many [Graph Attributes](http://graphviz.org/doc/info/attrs.html).

This may already be everything that you need to know how to draw; although you can add far more detail about classes and relationships to a UML class diagram, you get most of the value just by putting class names in boxes and indicating which classes have some relationship. After all, the details of attribute types and cardinalities are perfectly well represented by the code itself.

By default, the DOT layout algorithm arranges nodes from top to bottom, with edges directed downwards, avoiding crossing edges. Sometimes you can improve the layout by specifying which nodes should be arranged horizontally.

![Horizontal layout](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMMAAACbBAMAAAAtjDIDAAAAIVBMVEX+//8/Pzff3sNfX1O/vqefnosfHxt/f2///t8AAAD///+Rr/psAAAAAXRSTlMAQObYZgAAAlpJREFUaIHt2r9v2kAUB/D8C7FaRYwFyXLWVm3dMQtizhJ3RWmwRxYLxpoffjeC1XDOlLX9K3vPxhiED9zqDinS9yFL5nTm48c7I8u8qz+24/UKBIhz8TtvGy//TVDbAAECBAgQIC5OSBuEyHNpm7hAFmrbPD08DWgT+Yr4liVDWnqpehNn5ohskS1CWnVvSKbOh8lXuqOx9yl1Zr6xWqxprc5/TS7JpZeELn2mIbm8aywLuX0JkuqtnAUhqbuneiEYI3ZZzN/5KgtVEIPlLoldLeh6oGrRS53EXC1KolpRRH2iNHpP8SowQjRdEw9mr4smYmidyANbhD5AgAABAgQIu4T951GN8dI8DAIECBAgQIAAAQIECBAgQIAAAeJNEf/wcKmO1vMLovkP2MZHZHW0OQgECBAgQIAwQoijkZPE/nS5N78mjj9QiMZDDom756qhQezmyfZE81kdEPPHqm1lj9Bn8StyaPY8FbHkDifeI+5zUsNi28RzTPzkHLiLJd4I6n/PZdJZefosMm9M425HfOQOp2KPuM+Jh7VZcH8P9+KkTk8sHtW85SD19cRabUO6FR53OBV7xM1CPKwlRMEkoaJEPCjnhXpClps6St0ClXtlY8+O2L9HqrPgvii1iRHXYN4pW4H0RHHuRWPNNgsieSoLrkWVhTvhL+qezhBFBbjDqapF4sviOzyxoqpaJCM1bxn0zhDlOuIOp+2KWgU8PNWtKOqr64JX1JeRIHcylfPoh5aowiV9GPkBmXVvbBOLyNcf8SZ/aUGAAAECBIgD4gLPo+wGiLbEXwZNQgLt6zfAAAAAAElFTkSuQmCC)

{flowchart}

edge [arrowhead="none"];

Employee -> Cocktail

subgraph {

rank=same;

Ingredient -> Cocktail

}

{flowchart}

Multiplicity

Use arrow labels to indicate multiplicity:

![Multiplicity](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANUAAAA7BAMAAAAeINJCAAAAJ1BMVEX+///f399fX18/Pzff3sNfX1O/vqefnosfHxt/f2///t8AAAD////TSubtAAAAAXRSTlMAQObYZgAAAaVJREFUWIXt2D9rwkAUAHA/Q9dOnTs2VEpHFUL2UhpHF8knqHYV458xFCRzEpOX0QTMnUPbNf1QfYl/EttcPIo9KNyTA6P37sfzPSHa+BQWbw1pSYttpZQ3NoxT+HJzC3iDZRGuXGlJS1rSktZZrFSc9XF5Icx6v776Z1Z1NvdnWHohrLBCSknl5hrreDa8e7OUHu6kSusXdR3PfN/o/LAYdeFKJoOJAclcx83d2BmBrwV4sYi5rCYul+oQzG3imZRCiyrsuuJlvJzBqn0HJFBa9hP0wNIeAsXVeawRLgtzrbZOng08bwyvDAv7FUGEFUWgAvE1Z6bCIx6gZk95LJJ7amYm463hs+siu0cIBC+JO5wB3tkVU8O69yvqynMB1nZ2Xg9zT1iHurxbPTvA18qzkdK6fu3qiqbZeaYWnrIO/YIbA/vVCRSn3K+0bg73/VLtUAPT6bL7tbX2c4jZgEPVhMVqyGN5czOfQ3diE2caUOivX6qtIorv1uDbO/VWfZyyRuIsOvxzq26/WAt/rYmrqyKkJS1pSUta0toI//9QVEjrDNYX7e+TckQTrgEAAAAASUVORK5CYII=)

{flowchart}

edge [arrowhead="none", fontname=Verdana, fontsize=8];

subgraph {

rank=same;

Employee -> Cocktail [taillabel="1", headlabel="\*"]

}

{flowchart}

Relationship types

Use arrow types to indicate relationship types - composition (menu made up of cocktails), aggregation (employee drinks various cocktails), dependency (employees are defined by role) and generalisation ([Caipirinha](http://en.wikipedia.org/wiki/Caipirinha) is a kind of cocktail):

![Arrow types](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAX0AAACbBAMAAAB8PVZJAAAAIVBMVEX+//8fHxvf3sNfX1N/f28/Pze/vqefnov//t8AAAD////qYw/dAAAAAXRSTlMAQObYZgAABB5JREFUeJzt3E1P2zAYB/B+BdBE6bFDSN11m7RyRBNar6sYL0c0IfW6CWndsS8E+9gWNDunXcun3PMkTWMnbZrFLU3F/48y1vA4/tUYw0rmyvNO529l2wK3wL/dwL/dsH+qc8Ros5H6IL7RKl994BerI03PBurDmH6Vqx7+9dRHHvjX44EffhcP/PC7eOCH38UDP/wunt3yG33JPPVWC8sT1C/zy1V+2RXe4isv8HjXVUMjZz0s9UutjUtn+Z910q91O5//Stwv9/u2/6ZzlPKnx38691vXy/RPdcKvxFk+/xfxXYnTifhTa1Mjo17yP6h9y39Jx0A3xbDWUl5Va3Gs26nxn/ra8D/u3e11xGOtSRc/mfT3Ra8xpAfUoeUPnoDtl1RPf3B1lr8u2mrYHjQnjbOkP359YFa/T8fZ23M6mupHh2oPxOekf0ot/Ng/eZg8HIonakS9HLc+iltx1vjAHdp+6iw5/lwvuTrTf//rSvUa/cMxdWf7jRc4ptFF+TnU+Xk8HoS1vYSf+TSY0RXUWIyp2ZgaBb3UxSe+Av814Z9aXyw0//e5SAb9Zfm9rx3FHakl/jDx+Id1YtTi2lutY79Ofr5kUB6+USN6qAbdQ6Lp+CubHlQqlbATa/z7F1wvxbzzJX6xxyMTud5ljv9lPP7jN8yrNmTW+M/98/H3LprcmjtMjb9vz596NP5W0n7BM7PfZP95/8Twp+c/rz/R/K+3ZENU+ycr5n/on89/8a1DM/qIO7T9xE/M/8HdbP4fGacX+8XpU5f9t6Pfpj+1/ni1arD+DPZaqv9mqMXN6HfW+hNMS36L1h8aAkEryiV3aPu5J9vvXc3Wn8ss//IsWP9X1tvrv6mJcpf4iB/zS/zzTyxLTOfo54fg3Q74dTfliVNef5YH/vV44IffxQM//C4e+OF38cAPv4sH/lfkz3OrjenZRL3xelGYfPXruf9quo6LFMp6/L6/umYzgf+Zp8/WJhD8z7vv9+PXFl868Ier/7Ym0Fr8ie+3Lxl8/+XAXzTwc+AvGvg58BcN/Bz4iwZ+DvxFAz8H/qKBnwN/0cDPgb9o4OfAXzTwc+AvGvg58BcN/Bz4i+b1+XPfzPMiv5L8f3+e+6JSt2BtLPDD7xL44XcJ/PC7BH74XQI//C6B34r5wVL7b0fB/72Xc7XaKb93EG2ZsZvjf0+j379+ashwMw15qlSwZxAdfLr0ft5ypdcZNmW4mYl8TyPPewbRwadL75/tcnIow81kZCPYVkYGB50uvZ/H37vWSsab+cz23JF8uvR+nv+9nwwPx9/w8+nS+3n96XWPVDT/TT+dLr1f3Iy6Xq2qovXHnD90uvz+hSu+Hfhz5NX7lwf+HIEffpfAD79L4IffJfDD7xL44XfJ67v/p1yBf7vZef8/PPq/FKF5MVQAAAAASUVORK5CYII=)

{flowchart}

edge [arrowhead="none", fontname=Verdana, fontsize=8];

subgraph {

rank=same;

Menu -> Cocktail [arrowtail="diamond"]

Cocktail -> Employee [arrowhead="odiamond"]

Employee -> Role [arrowhead="vee", style="dashed"]

}

Cocktail -> Caipirinha [arrowtail="o"]

{flowchart}

This example uses more of the Graphviz [Arrow Shapes](http://graphviz.org/doc/info/arrows.html), for the head or tail of each edge. Also, the dotted dependency line uses the edge's *style* attribute.

Class attributes

Use 'record' shape types to make complex nodes:

![Record nodes](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI0AAABVBAMAAACGHXrUAAAAJFBMVEX+///Dwqo/Pzff3sNfX1O/vqefnosfHxt/f2///t8AAAD///8OaG6EAAAAAXRSTlMAQObYZgAAAotJREFUWIXtmMFu2kAQQPMrrZU04hiQkHtNVdU55oI4p1KAKzLEPqJKlnOsDXj2iK2W3VPP7c91ZteAIzbBa/uQNh4LYZvx0+yMZ2eGsz+NyK+zlnOK81vUFsWBusJaTgMcXpnDhCg8XIPTlD342c5H8yFsfQc5N1k0hbWd4EWQGXKyVbbyYNO9BJ5YV+EXuIWF/SmxYseAg/5JIUVLUugDX9uR14fPMIU+nZrZw/ODAcdLHo89wER6GoHynL09y3MH7UEnHVPKcPb+gfdD9E8vsSJD/yjOLl4AA4DEv4BgMy7POcjBGaMXtEw402Y4QrMcA045aTmlOG39ajmvmfPDt6LOxmbBLHCBildFTmYv1sPEYc7EuafiVZWTyg3fYzYeVLyqcrB4LTsCyxcdmEU1OOs7yDk19mfijHs5B4tXDc7Sn+UcKl4VOaXlrXNOdYj/Hmfrx4I6IG2basDBlFcdma5NNeCkMs+5vk014Ow6Vm2basTJ7XlBpxwn94+uTTXi5PHStakGnHLymjn3p8c1eDLhFU8LHPf4IZ4n1rIzKz6sbvJnOFpz1M3BcL/FHzjP2MMEvxLvPByMMNA0cLGA42ssM1Ru8DirJH7IYDAhTYvswSKgs8eFb+c0PXYvJedarosylEoXzU6LrsNWrtIkDhYl/brWX9X0KDm25FCGyp/wG3ksGCpNybnT+udWiI9dGkoZU26USYoZOlXewJEM2EOuKdf1Qbuumc3ikaPsiXYcytCLgj39UGmqeA20nOhmiSM7+ud72FOcFChDKV47/0QPeBM1iRPbWs7g5wTmQImJL4ziPMoMlXHBeMVzjFc/fOSkiQor3z3m1JGW86Y5Dc2VTf1P+19y/gIEeW/J8IwImwAAAABJRU5ErkJggg==)

{flowchart}

node [shape=record];

Employee [label="{Employee|name\nrole\nfavouriteCocktails}"]

{flowchart}

This is not a complete tutorial, since UML syntax is like an onion (there is always another layer). However, this should be enough to get you started.
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